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Abstract: As an important component of Computational Thinking, the decomposition
strategy has attracted the attention of researchers, but few studies have explored how
the decomposition strategy itself is formed and developed. In this study, we carry out
thematic-based programming teaching for senior primary school students. The research
is divided into four stages: pre-test, exercise, post-test, and migration. We use
Microgenetic Design to repeatedly and deeply observe students' programming learning
activities in four stages, and conduct interviews and records, so as to analyze the
development path and migration of students' decomposition strategies. The research
results show that the decomposition ability of senior primary school students can be
improved in programming learning, and the overall performance is that advanced
strategies gradually replace low-level strategies. However, this process varies from
person to person and is not a linear development, and there may be other influencing
factors that lead to the return of low-level strategies.
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1. Introduction

In the 21st century, Computational Thinking (CT) has become a prerequisite skill for individuals
to cope with a wide range of new challenges and is influencing various fields related to the
natural and social sciences. CT has gained worldwide attention as a key literacy for sustaining
national competitiveness and has been adopted as a generic skill to be learned by all students
in many national initiatives, curricula, standards and other policy documents. Since the
introduction of CT, there has been a lot of focus on how to develop this skill (Hsu et al., 2018).
In terms of developmental approaches, Hromkovi¢ (2006)and Wing (2006) suggest
programming as the main strategy for developing CT in schools. Scherer et al.(2019) also found
through meta-analysis that programming is a primary method for developing students' CT.
Nevertheless, a large amount of research has focused on the strategies and effects of
developing CT, and there is a lack of research on students' strategy development and
behaviour during programming.

Based on the above background, this study explored the developmental patterns of
cognitive strategies during programming in upper primary school students. Focusing on
decomposition strategies, which are the most difficult to be mastered (Selby, 2015) and the
most fundamental (Rijke et al., 2018) in CT, we used a Microgeneration Design to describe the
developmental pathways and degree of transfer of students' decomposition strategies during
programming activities. On the one hand, we focus on the developmental process of
decomposition strategies in primary school children's CT; on the other hand, we provide
support for future insights into aspects of computational thinking and its internal structure.

2. Literature Review
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2. 1 Computational Thinking

CT is a term first used by Papert (1980) to describe the thought process of formulating
problems and their solutions in a way that can be executed by a computer. He found that
learning with a programming language helped students to simulate the algorithmic logic of a
computer, which in turn influenced the way they thought (Papert, 1982).CT is considered to be
the psychological basis for problem-solving, designing systems, and understanding human
behaviour, and can help people simplify a difficult problem into multiple problems that we know
how to solve (Wing, 2006). This process not only prepares students for study in the field of
computer science but also provides them with the tools and skills to approach and solve
problems in different areas of knowledge (Werner et al., 2012).

2.2 Decomposition strategy

As one of the foundations of CT, decomposition strategies can deconstruct complex problems
into multiple easily solvable subproblems(J. Wing, 2008). Therefore, decomposition strategies
are crucial for solving complex and large real-world problems(Rijke et al., 2018).

Tsai et al. (2022) argue that decomposition and abstraction are two basic and critical

factors required for the development of CT, and suggested that decomposition and abstraction
are the starting point for teaching based on the developmental sequence of CT skills.
Decomposition is particularly important for the development of CT skills for beginning
programmers. Decomposition has always been emphasized as a part of CT as a whole, but few
studies have revealed specific details about decomposition itself(Rich et al., 2019). Although
researchers have defined four levels of strategies from 0-3 in terms of assessment criteria for
their development, with different conceptual and descriptive definitions(Avila et al., 2019), it
does not explain how students' Disaggregation strategies develop in the process of CT
development and lacks depth and guidance for practice.

2.3 Visual programming

Visualisation means expressing abstract content in an intuitive way(Rijke et al., 2018). Unlike
textual programming such as Python and Java, visual programming tools provide students with
the opportunity to learn computer programming concepts through visual feedback-based
learning, reducing the cognitive load placed on students by complex programming grammar
(Lye & Koh, 2014), and allowing students to focus on the logic and structure involved in
programming rather than worrying about the mechanics of writing programs(J. M. Wing, 2006).
Numerous studies have shown that it makes sense to develop decomposition strategies from
the elementary school level: on the one hand, programming develops CT(Buitrago Flérez et al.,
2017). On the other hand, children already have the cognitive level to understand basic
computer programming concepts by the age of four (Bers et al., 2014).

During programming, students are exposed to CT, using computer science concepts such
as abstraction, decomposition, and generalization to solve problems. Programming education
should focus on how students can break down and categorize complex problems to solve them
efficiently (Sadez-Lopez et al., 2016). The Block-coding programming tool used in this study is
the Discovery Education Coding Curriculum (DECC), which supports students in allocating
limited cognitive resources to the mobilization of problem-solving strategies for students who
are new to programming.

2.4 Research questions
Piaget believes that children's cognitive strategy development pattern has four stages from low
to high. In CT development, there is variability in the development of different elements in the

four stages. Even if they have been trained by teachers in advanced strategies for each
element, they will be in the no-strategy stage or the low-strategy stage and will not be able to
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use advanced strategies comfortably due to the lack of cognitive resources. Focusing on CT
can help students be able to select and apply appropriate strategies and tools to better
conceptualize, analyze, and solve complex problems. However, most research has focused on
issues related to learning skills, concepts and practices (Ezeamuzie & Leung, 2022; Grover &
Pea, 2013), and the specific processes involved in the development of students' CT need to be
further explored. This study focuses on one of the most fundamental and critical starting points
in the development of CT: decomposition strategies. By implementing instructional activities
that facilitate the development of CT decomposition strategies in elementary classrooms and
tracking students' behaviors and characteristics in the process, this study proposes to address
the following questions:

RQ1: How well do senior primary students use decomposition strategies at different
stages?

RQ2: What are the developmental pathways of decomposition strategies for students in
senior primary grades at different stages of the same programming activity?

RQ3: To what extent do senior primary school students transfer different strategies within
the same programming activity?

3. Research Methodology

We explored the development of CT decomposition strategies and pathways in primary school
students: a micro-incidence design was used to collect and code relevant data through
classroom behavioural observations and post-classroom interviews.

3.1 Subjects of study

The subjects of the study were 5"-grade students in a primary school in Beijing. Through pre-
experimental observations, interviews and data analyses, 18 subjects were finally identified.
During the implementation of the activity, 4 students did not participate in the complete
experimental process for personal reasons, so 14 valid data were received after the teaching
activity. The sample of 14 consisted of 4 boys and 10 girls, all aged 9-11 years (M = 10.10, SD
=0.59).

3.2 Study design

Microgenetic Design is a research method to study the cognitive and behavioral development
process of children, which is widely used in the research of cognitive strategy development of
young children to high school students (Siegler & Crowley, 1991). Through iterative and in-
depth observation and analysis of changes in behavior throughout the process, Microgenetic
Design can provide detailed information about the sources, pathways, velocity, and extent of
cognitive changes, as well as the diversity of change patterns. There are several reasons:(1)
observations cover the entire interval from the onset of change to relative stability; (2) the
frequency of observations is highly consistent with the rate of change of the phenomenon; and
(3) the observed behavior is finely iteratively analyzed in iterative experiments to facilitate
speculation on the processes that produce qualitative and quantitative changes. In short, the
high density of fine-grained data provides a guarantee of the validity of this approach.

Traditional pre- and post-test experiments have a low density of observation of the process
of behavioural change throughout the study and do not allow for a sophisticated analysis of
strategy development behaviour during this process. This can be well avoided by using a
Microgenetic Design to observe students' behaviour and thinking in the classroom during the
course of the lesson. When episodic behaviours were more ambiguous or absent, a categorical
basis for strategy assessment was obtained by promptly asking students how they designed the
procedure.
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3.3 Research process

The experiment consisted of two parts, a pre-experiment and a formal experiment. All six
sessions were taught by the same researcher and lasted two and a half weeks, with each
session lasting 40 minutes. The six class periods were centred around six thematic activities
that were taught as CT activities: Movement, Simple Input, Different Kinds of Input, Buttons &
Commands, Sequence & Animation and Conditional Events. Each theme has three different
programming activities under it, and students need to complete these three programming
activities and perform a programming challenge in each lesson, which together constitute the
pre-test, practice, post-test, and migration phases of the experiment.

In the pre-experiment, Topic Activity 1 was used to screen students with zero foundation.
After completing each task, students were tested on their decomposition skills.

All 5 thematic activities in the formal experiment consist of 3 learning tasks, which are used
to assess students' CT strategy development in the pre-test, practice, and post-test phases. In
addition to this, students were required to undertake the completion of a programming project
as a migration test.

3.4 Data collection

Data were collected through classroom observations and interviews. Classroom observations
were conducted to track and record student behaviour and development in the classroom.
Interviews were conducted in the form of questions asked by the teacher and shared by the
students in the classroom and were used for further analysis and refinement. Interview outlines
were prepared by the researcher based on the literature and what was focused on in this study,
and the interviews included students' thoughts on programming as well as their feelings about
learning during the four phases.

Data were coded according to the decomposition strategy level coding table. Based on a
definition of decomposition strategy development levels proposed by Avila et al. (2019), we took
into account specific programming situations as well as theories related to cognitive strategies
and invited two researchers in the field of CT to classify students' decomposition strategies into

four levels. The Decomposition Strategy Hierarchy scale is shown in the appendix-

4. Research findings

The results of the study will depict the change routes and development of decomposition
strategies in senior primary school students during the completion of programming tasks in the
following three ways.

4.1 Students' overall use of decomposition strategies at different stages

As shown in Figure 1, the Roma numerals from small to large represent the four stages of pre-
test, practice, post-test, and migration. In the pre-test stage, students' main decomposition
strategy is the level O strategy, and they hardly use the advanced strategy; in the practice
stage, level 1 strategies are the students' main strategies, and level 3 strategies begin to
appear; in the post-test stage, level 2 and level 3 strategies become the main strategies, and
level O strategies have been completely replaced; in the migration stage, the use of level 3
strategies reaches 50%, and the use of level 2 strategies is as high as 45%.
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Figure 1. The use of decomposition strategies at different stages.

4.2 Development of students' decomposition strategies in programming
activities Pathways

As shown in Figure 2, the line from light blue to dark blue represents the four-level
decomposition strategy from low to advanced ( e.g. the lightest blue line represents the 0-level

decomposition strategy). The route analysis of the strategies adopted in four different stages of
the same programming activity shows that the development trend of different levels of
decomposition strategies in different thematic activities is basically the same, which is
manifested as the gradual replacement of low-level strategies by high-level strategies.
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Figure 2. The overall line of development of the decomposition strategy under different
thematic activities.

4.3 Transfer of students' decomposition strategies in programming activities
extent

Figure 3 shows a roadmap for individuals to adopt strategies at different stages of programming

activity. @ represents the level, and the number on the horizontal line between the two levels
represents the number of people whose route changes between the two strategy levels. The
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results show that before being taught programming, all students initially used only low-level
decomposition strategies, and the majority of students used zero-level strategies. In most
cases, the decomposition strategies used by students follow a continuous development from
low-level to high-level strategies, but there will be a brief regression from high-level strategies to
low-level strategies.
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Figure 3. The degree of individual migration of strategies in different activities.

5. Discussion and conclusions

The purpose of this study is to investigate the developmental pathways and strategy transfer of
CT decomposition strategies of students in the upper primary grades, and we can summarise

three main findings. Firstly, students' decomposition strategies can be developed through topic-

based programming learning, and programming instruction in the upper primary grades can be
an effective way to develop students' decomposition skills. This result reaffirms Bers et
al.(2014)and Rijke et al.(2018) that it is feasible and meaningful to develop students'
decomposition skills by teaching programming from the primary level. Secondly, students'
decomposition strategies are not linear but a dynamic process of development, and there may
be other factors that lead to the recurrence of low-level strategies. This result is similar to the
findings of Siegler & Stern(1998) on the development of mathematical strategies in second-
graders. In addition, students' decomposition strategy development is a complex process, and
students' own experiences, teachers' interventions, and differences in instructional content may
affect the developmental trends and the degree of transfer of students' decomposition
strategies. In the process of guiding students to learn programming, teachers need to provide
effective guidance to help students decompose problems and tasks. At the same time, through
the creation of specific problem situations and practice opportunities, teachers can transfer the
decomposition strategy teaching content to other disciplines and make effective adjustments to
the curriculum design, so as to improve students' decomposition strategies in multiple ways.
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Appendix

Table 1. Decomposition Strategy Hierarchy

Grade Definition Specific description
Level O During the analysis of the Subjective judgement: the process of identifying the
Strategy = programming task, programming task problem and thus completing the programming by
relies on subjective judgement  virtue of an autonomous understanding of the
and may not achieve the programming task, in which errors may occur.
programming objectives. Missing objects: Objects needed in the programming
are not added to the scene. Resulting in missing code.
Missing code: Missing code in the programming
process due to a lack of systematic decomposition of
programming tasks.
Level 1 Objective decomposition of Task decomposition: the ability to decompose the
Strategies programming tasks based on  main subtasks of a programming task.
subjective judgement, using Object decomposition: the ability to program action
combinations of existing code codes for each object based on the objects that appear
to complete programming in the programming.
tasks.
Level 2  Be able to completely analyse Sub-task combination: the ability to break down the
Strategies the objectives of a task in overall goal of a programming task into several task
programming, analyse the blocks and combine them using existing code to
relationships between sub- complete the programming.
problems and use combinations Sequential decomposition: problem decomposition in
of previously learned code the order of .the problems that can be programmed for
blocks to complete a programming task. -
programming tasks Condltlon_al decomp05|t|9n: the ab|I_|ty to degomp_ose
programming tasks according to the different situations
of the programming problem.
Level 3  The process of decomposing Autonomous decomposition: the ability to
Strategies task objectives enables a autonomously identify the main problems in a
systematic breakdown of programming task of their own design and the
programming objectives into  relationships between the various sub-problems.
smaller problems in a Optimal sub-problem combination: The ability to

combination of process and form an optimal combination of sub-problems in
programming into an efficient solution to the entire

content, which are effectively X
programming task.

combined to complete the
programming task.
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