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Abstract: This paper describes a learning support system that allows learners to 
answer code fragments fitting blanks in target program code while observing program 
visualization (PV), and an evaluation experiment conducted to measure the 
effectiveness of the system. Most existing PV systems have functions to visualize 
changes in target domain world caused by each execution of statement and to allow 
learners to answer questions provided by the system, which is not sufficient in terms of 
learner engagement. In this study, we extended the PV system developed in our 
previous study by adding a function to provide fill-in-blank exercise to learners and 
allow learners to answer it, and a function to visualize the PV according to the learner's 
answer. The effectiveness of our system was measured by conducting a comparison 
experiment with a previous system. Although the sample size was not sufficient, the 
experimental results suggest that learning with our system could contribute to improve 
learners' understanding of program and that our system would be more effective than 
the previous system.  
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1. Introduction 
 
Thus far, we have developed a program visualization (PV) system called Teacher's Explaining 
Design Visualization Tool (TEDViT) (Kogure et al., 2014) and have implemented it in several 
real classes (Yamashita et al., 2023). TEDViT is a PV system characterized by functions that 
teachers can freely define the visualization policy, which allows teachers to provide learners 
with PV consistent with the explanations in their class. However, like most typical PV systems 
(Sorva, Karavirta, & Malmi, 2013), TEDViT did not have sufficient functions to interact between 
learners and PV. Therefore, from the viewpoint of learner engagement (Naps et al., 2002), it 
has not been possible to construct a learning environment with sufficient learning effects. 

In this study, we extended TEDViT and developed a system that visualizes program 
code with some parts are blanked and that provides exercises for learners to answer code 
fragments fitting the blanks by observing the PVs. Providing such quiz and the answer to it 
means providing new learning tasks other than observing the PVs to learners, and thus, 
increases learner engagement. In addition, providing PVs in response to the learner's own 
answers is expected to support learners forming a hypothesis testing cycle and hence to 
contribute enhancing learning effectiveness. To evaluate the effectiveness of our system, we 
conducted a preliminary experiment in which actual university students learned sorting 
program. The evaluation results suggested that the learners could cultivate better 
understanding of the program by learning with our system, and that our system would have 
better learning effectiveness than unextended TEDViT.  

 



2. Proposed System 
 
Styles of quizzes or questions that has long been used in programming education include one 
in which some parts of the program code are blanked, and learners is asked to answer code 
fragments that fits the blanks. By presenting this type of question using the PV system, 
learners can be asked to perform a learning activity of predicting code fragments from changes 
in PVs, rather than predicting changes in PVs from code fragments. Moreover, it supports 
learners to form a hypothesis testing cycle in which they form a hypothesis about code 
fragments based on their knowledge obtained from classes, immediately test their hypotheses 
by obtaining visual feedback through PVs and revise their hypotheses if there are errors. 
Therefore, incorporating this function into a PV system is expected to further increase the 
effectiveness of the learners’ learning. 

In this study, we developed a learning support system that can provide fill-in-blank 
questions in which some parts of target program code are blanked. Our system generates a 
learning environment consisting of four main visualization areas, (A), (B), (C), and (D). Area 
(A) displays text descriptions navigating learners through the entire learning process. The 
learner follows the messages in this area to observe PVs and answer questions. In area (B), 
the target program code is visualized, and the statement being executed is highlighted. Some 
parts of the code are displayed as blank. Area (C) visualizes the algorithm representation 
based on PAD. Area (D) is visualized either to provide the target domain world (i.e. the PV) or 
to input the answers to the fill-in-blank questions, depending on stage of the learning process. 
Since our system is aimed for novice learners, the answers are not freely written code 
fragments, but rather are selected from a list of prepared options to prevent grammatical errors 
from interfering with essential learning activities. 

The entire learning process navigated by area (A) consists of the following five steps: 
1. Learners learn the behavior of the target program including some blanks in area (B) 

by observing PVs visualized in area (D). 
2. Learners answer code fragments corresponding to the blanks in area (B) by using 

the input form provided in area (D) in multiple choice style. 
3. Learners confirm the behavior of the program with answered code fragment in Step 

2 by observing visualization of program filled in the blanks with their own answers in 
area (B) and its behavior visualized in area (D). 

4. If the behavior confirmed in Step 3 is what learners intended, learners finalize their 
answer and proceed to Step 5; otherwise, cancel the answer and return to Step 1. 

5. If the answer is incorrect, our system provides some explanations of their answer in 
area (D) as feedback, and learners return to Step 1; If the answer is correct, an entire 
explanation of the question is visualized in area (D). 

 
 

3. Evaluation 
 
To assess the effectiveness of our system, we conducted an evaluation experiment using our 
system and TEDViT (hereafter referred to as base system) which is the basis of our system. 
Twelve participants were recruited from second-year university students majoring in computer 
science. The subjects were randomly divided into two groups: a group of 6 subjects who learn 
merge sort program and a group of 6 subjects who learn quick sort program. Subjects in both 
groups preformed both of learning activity with the base system and with our system in turn. 
To reduce order effects, subjects in each group were further divided into two groups, A and B, 
with 3 subjects in each group, and the order in which they used the system was reversed. 
Subjects took the test three times: before learning (pre), after the first learning (middle), and 
after the second learning (post), and the learning effect was measured by the change in correct 
answer rates of those tests.  

For simplicity, we do not consider the difference between two target programs here, but 
compare the change in the correct answer rates between the six subjects in Group A and the 
six subjects in Group B. The averages of the pre-, middle-, and post-test correct answer rates 
for the two groups are shown in Table 1. The group of subjects who used the base system in 



the first learning (Group A) improved their correct answer rate in middle test immediately after 
the first learning by an average of 0.410 from the pre-test. The group of subjects who used 
our system in the first learning (Group B) improved them by an average of 0.525, indicating 
better improvement in learning with our system. In addition, the group of subjects who used 
the base system in the second learning (Group B) improved their correct rates in post-test 
immediately after the second learning by 0.060 on average from the middle test. The group of 
subjects who used our system in the second learning (Group A) improved them by an average 
of 0.106 points, again indicating better improvement with our system.  
 
Table 1. Averages of Correct Answer Rates for Groups A and B 

Group First system Pre Middle Post 

A Base system 0.217 0.627 0.733 

B Our system 0.228 0.753 0.813 

 
 

4. Conclusion 
 
In this study, we developed a learning support system that have learners perform fill-in-blank 
exercises by answering code fragments fitting blanks in target program code while observing 
PVs, by extending the existing PV system. The effectiveness of our system was measured by 
conducting an experiment to compare it with a preceding system. The participants in the 
experiment were 12 second-year university students majoring in computer science, all of 
whom performed in two learning activities, one using our system developed in this study and 
the other using the preceding system. Learning effectiveness was evaluated based on the 
correct answer rates on pre-test conducted before learning, middle-test conducted after the 
first learning activity, and post-test conducted after the second learning activity. The results of 
the correct answer rate analysis showed that our system improved the correct answer rates 
more than the preceding system. The responses to the questionnaire survey indicated that 
the function to provide PV based on learners’ own answers was effective, as we had intended. 
From these results, we can conclude that our learning support system developed in this study 
is more effective in supporting novice learners understand the program than preceding 
systems to a certain degree. 
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