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Abstract:  In this paper, we describe a work-in-progress research to develop a virtual 
grading assistant system for assisting teachers in grading programming assignments based 
on the output of student programs. The system provides teachers with an interface to grade 
student programs through marking token patterns of the program output and offering grades. 
The system records the teacher marking output token patterns and grades as teacher grading 
cases. The system will match the outputs of other student programs with the previous record 
of teacher grading cases to suggest grading to reduce the grading load. The paper presents 
the system prototype and proposes two research issues, which we will investigate. 
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Introduction 
 
Assessing and grading student programs are time-consuming and labor-intensive for 
teachers and teaching assistants, thus some computer systems are developed for assisting 
teachers in assessing student programs through assessing the program output and program 
code [1,2]. Most systems evaluate the function correctness of student programs by 
compiling and executing the programs with test inputs and comparing the output of student 
programs with that of the model program [3-5].  Generally, these systems evaluate the 
program through strict comparison of program output. It may arouse two limitations. First, a 
program with correct function but with minor different output form or order may be 
evaluated as wrong [6]. For instance, an assignment asks students to write a program to 
calculate and output the factorial result of an input integer number. If the input of a test case 
is 5 and the program output of the model program is “The factorial result of 5 is 120”, a 
student program with the output “5! = 120” may be evaluated as wrong because the result of 
strict output comparison of these two outputs is different. Teachers usually setup rigid 
output format specifications to limit the student program output. Second, these systems 
evaluate programs either pass (correct) or failed (wrong), but teachers may grade programs 
within a range of grades from full mark to zero according to the correct ratio of the program 
output. Researchers proposed a program output comparison approach through token 
patterns to improve the flexibility of computer assessment [7]. 
 Teachers can understand the meaning of program output and recognize the key token 
pattern, such as “120” in the factorial program when the test case input is 5, in program 
output, but computer assisted assessing systems are unable to understand program output 
and just compare the program output of student programs and that of the model program. 
Applying natural language processing techniques may solve this problem, but the system 
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development is complex. Researchers propose an approach of complementing machine 
intelligence and human intelligence to develop virtual teaching assistant systems [8-10]; 
that is, using human intelligence to reduce the complexity of system development and 
applying machine intelligence to reuse human intelligence. This study develops a computer 
assisted grading system, named ProgramHelper, to support teachers with an interface for 
marking token patterns on program output and giving corresponding grades (human 
intelligence). The system also records teacher marking token patterns and grades as grading 
cases for matching the output of other student programs and providing grading suggestion to 
reduce teacher load (machine intelligence). 
 
 
1. System 
 
The ProgramHelper system includes interfaces for teachers to assign and grade program 
assignments and an interface for students to submit programs; three databases to store 
program assignments, student submitted programs, and teacher grading cases; and three 
modules to compile and execute student programs, to match token patterns with the program 
output, and to suggest grades. Using ProgramHelper, a teacher assigns program assignments 
by describing program specification, offering inputs and outputs of test cases, and providing 
a model program. Students submit their programs for assignments and the system collects 
student programs for teacher grading. When a teacher wants to grade a student program, the 
system first compiles the program. If the program has compile errors, the system shows the 
error messages to the teacher. Otherwise, the system executes the program with the inputs of 
test cases and shows both the outputs of student programs and outputs of model program of 
all test cases to the teacher. The system will attempt to match the student program output 
with previous stored teacher grading cases to suggest grades. If the system did not contain 
any teacher grading cases or the student program output did not match with any teacher 
grading cases, the teacher needs to grade programs by himself/herself.  
 The system enables teachers to grade student programs by marking token patterns 
within the output of student programs and offering corresponding grades to these token 
patterns. The teacher also needs to assign the matching rule whether each token pattern 
should be matched at specific location or location-free so that the system can apply the rule 
to match the token pattern with the output of other student programs. For instance, if the 
input of a test case of factorial program is 5 and the output of a student program is “The 
factorial result of 5 is 120”. The teacher can mark “120” as a token pattern, offer 100 points 
to the token pattern, and assign the location-free matching rule. The system will store the 
token pattern, grade, and matching rule as a teacher grading case. When the teacher grades 
another student program and the output of the same test case is “5! = 120”, the system will 
found “120” matched and suggest 100 points. If a program aims to output all the values of a 
2-subscribed array in two-dimensional form in order, the teacher needs to mark each value 
of the array as a token pattern, offer the corresponding grade, and assign each token pattern 
at specific location. For instance, the second array value is 4, has 5 points, and is located at 
the second token of the first row. If the system successfully found the output of the student 
program matched with some previous teacher grading cases, the system displays all 
matched teacher grading cases and matched token patterns of student program output in 
yellow background color, and suggests grades with the total of grades of all matched teacher 
grading cases. For instance, if the output of student program for calculating factorial 
contains the token pattern “120”, the system suggests 100 points based on the previous 
teacher grading case.  
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2. Summary and Future works  
 
We developed a prototype system of reusing previous teacher grading cases to suggest 
grading based on the program output. The goal of the system is to frequently and correctly 
provide grading suggestions to reduce teacher load. The assumption is that the teacher 
grading cases on the program output can be reused for grading other student programs; that 
is, teacher grading cases are repeatedly occurred. We will apply ProgramHelper system to 
several program assignments to investigate the effectiveness of the system. 
 The ProgramHelper system is designed to assist teachers in grading student programs 
based on the program output. The system could be applied for other usages: 
� Providing students with immediate feedback as formative assessment. After the system 

collected many teacher grading cases, the system can be used to immediately provide 
students with system grading when students submit programs. Although the system 
grading may not be exactly correct and teachers also require to confirm or to modify the 
grading to offer the final grade, the system grading can be a formative assessment. 

� Finding out the programs which have correct functions but do not conform to the 
output format specifications. The system can compare the output of model program 
with that of student programs both through strict comparison and through token pattern 
comparison. If student programs pass token pattern comparison but do not pass the 
strict comparison, the programs have correct function but do not conform to the output 
format specification. The system can advise them to revise the program output format. 
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